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*1 WORKING WITH R*

# Working with R

R is a case-sensitive, interpreted language. You can enter commands one at a time at the command prompt (>) or run a set of commands from a source file. There are a wide variety of data types, including vectors, matrices, data frames (similar to datasets), and lists (collections of objects). Most functionality is provided through builtin and user-created functions, and all data objects are kept in memory during an interactive session. Basic functions are available by default. Other functions are contained in packages that can be attached to a current session as needed.

R allows the = sign to be used for object assignments. However, you won’t find many programs written that way, because it’s not standard syntax, there are some situations in which it won’t work, and R programmers will make fun of you. You can also reverse the assignment direction. For instance, rnorm(5) -> x is equivalent to the previous statement.

Comments are preceded by the # symbol . Any text appearing after the # is ignored by the R interpreter. If you want to check the version of R, you just type ’R.version.string’ on your console.

## Workspace

The workspace is your current R working environment and includes any user-defined objects (vectors, matrices, functions, data frames, or lists). At the end of an R session, you can save an image of the current workspace that’s automatically reloaded the next time R starts. You can find out what the current working directory is by using

getwd()

## [1] "C:/Users/XXXHHF/Desktop/Lecture Note\_ADvanced/2. Getting Started/#FILE"

Also, you can set the current working directory by using the setwd() function.

If you plan to switch back to the default working directory during a session, then it is sensible to save the long default path before you change it, like this:

|  |
| --- |
| mine<-getwd() setwd("c:\\temp")  ... setwd(mine) |

If you want to view file names from R, then use the dir function like this:

dir("c:\\temp")

Other useful function for managing the R workspace are:

* check for memory assigned to R
  + - memory.size(NA) or memory.limit()
    - memory.limit(4000)
* List the objects in the current workspace. By default, it lists all objects in the global environment (i.e., the user’s workspace)
  + - ls() or objects()
    - object.size(x)
    - Calling objects("package:base") will show the names of more than a thousand objects defined in base, including the function objects() itself.
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* Search for current packages

– search()

* Remove (delete) one or more objects.

– rm(objectlist)

* Remove all object

– rm(list=ls(all=TRUE))

* Display your last # commands (default = 25).

– history(#)

* Save the commands history to myfile ( default = .Rhistory).

– savehistory("myfile")

* Save the workspace to myfile (default = .RData).

– save.image("myfile")

* Quit R. You’ll be prompted to save the workspace.

– q()

R can be used at various levels. Of course, standard arithmetic is available, and hence it can be used as a (rather sophisticated) calculator. It is also provided with a graphical system that writes on a large variety of devices. Furthermore, R is a full-featured programming language that can be employed to tackle all typical tasks for which other programming languages are also used. It connects to other languages, programs, and data bases, and also to the operating system; users can control all these from within R.

## Packages

R comes with extensive capabilities right out of the box. But some of its most exciting features are available as optional modules that you can download and install. There are over 7,900 user-contributed modules called packages that you can download from [http://cran.r-project.org/web/p](http://cran.r-project.org/web/)ackages. Packages are collections of R functions, data, and compiled code in a well-defined format. The directory where packages are stored on your computer is called the library. The function

.libPaths()

## [1] "C:/Users/XXXHHF/Documents/R/win-library/3.2"

## [2] "C:/Program Files/R/R-3.2.3/library"

shows you where your library is located, and the function

library()

R comes with a standard set of packages (including base, datasets, utils, grDevices, graphics, stats, and methods). They provide a wide range of functions and datasets that are available by default. Other packages are available for download and installation. Once installed, they have to be loaded into the session in order to be used. The following command tells you which packages are loaded and ready to use.

search()

## [1] ".GlobalEnv" "package:knitr" "package:stats"

## [4] "package:graphics" "package:grDevices" "package:utils"

## [7] "package:datasets" "Autoloads" "package:base"

There are a number of R functions that let you manipulate packages. To install a package for the first time, You can download and install the package with the command

install.packages("vcd")

You only need to install a package once. But like any software, packages are often updated by their authors. Use the command update.packages() to update any packages that you’ve installed. Installing a package downloads it from a CRAN mirror site and places it in your library. To use it in an R session, you need to load the package using the library() command . For example, to use the packaged gclus issue the command

library("vcd")

When you load a package, a new set of functions and datasets becomes available. Small illustrative datasets are provided along with sample code, allowing you to try out the new functionalities. The help system contains a description of each function (along with examples), and information on each dataset included. Entering help(package="package\_name") provides a brief description of the package and an index of the functions and datasets included. For example,

help(package='vcd')

An Example:
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# R as a Calculator

## Arithmetic

You can add and subtract using the obvious + and - symbols, while division is achieved with a forward slash / and multiplication is done by using an asterisk \* like this:

7 + 3 - 5 \* 2

## [1] 0

3^2 / 2

## [1] 4.5

Notice from this example that multiplication (5 × 2) is done before the additions and subtractions. Powers (like squared or cube root) use the caret symbol ^ and are done before multiplication or division. The trigonometric functions in R measure angles in radians. A circle is 2π radians, and this is 360, so a right angle (90) is π/2 radians. R knows the value of π as pi:
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pi

## [1] 3.141593 sin(pi/2) ## [1] 1 cos(pi/2)

## [1] 6.123032e-17

Integer quotients and remainders are obtained using the notation %/% (percent, divide, percent) and %% (percent, percent) respectively.
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## [1] TRUE

The standard arithmetic operators +, -, \*, /, and ^ are available, where x^y yields *xy*. The common mathematical functions, such as log(), exp(), sin(), asin(), cos(), acos(), tan(), atan(), sign(), sqrt(), abs(), min(), and max(), are also available. Specifically, log(x, base = a) returns the logarithm of x to base a, where a defaults to exp(1).

Exercise

log(exp(sin(pi/4)^2) \* exp(cos(pi/4)^2))

## [1] 1

which also shows that pi is a built-in constant. There are further convenience functions, such as log10() and log2(), but here we shall mainly use log(). A full list of all options and related functions is available upon typing ?log, ?sin, etc. Additional functions useful in statistics and econometrics are gamma(), beta(), and their logarithms and derivatives. See ?gamma for further information.

In R, the basic unit is a vector, and hence all these functions operate directly on vectors. A vector is generated using the function c(), where c stands for “combine” or “concatenate”.

x <- c(1.8, 3.14, 4, 88.169, 13) length(x) ## [1] 5

|  |
| --- |
| 2 \* x + 3  ## [1] 6.600 9.280 11.000 179.338 29.000 5:1 \* x + 1:5  ## [1] 10.000 14.560 15.000 180.338 18.000 log(x)  ## [1] 0.5877867 1.1442228 1.3862944 4.4792554 2.5649494 |

Subsetting
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It is often necessary to access subsets of vectors. This requires the operator [, which can be used in several ways to extract elements of a vector. For example
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|  |
| --- |
| xx <- c("a", "b", "c", "c", "d", "a") xx[1]  ## [1] "a" xx[1:4]  ## [1] "a" "b" "c" "c" xx[xx > "a"]  ## [1] "b" "c" "c" "d"  u <- xx > "a"  u  ## [1] FALSE TRUE TRUE TRUE TRUE FALSE xx[u]  ## [1] "b" "c" "c" "d" |

x[c(1, 4)] ## [1] 1.800 88.169 x[-c(2, 3, 5)]

## [1] 1.800 88.169

In statistics and econometrics, there are many instances where vectors with special patterns are needed. R provides a number of functions for creating such vectors,

|  |
| --- |
| ones <- rep(1, 10) ones  ## [1] 1 1 1 1 1 1 1 1 1 1  even <- seq(from = 2, to = 20, by = 2) even  ## [1] 2 4 6 8 10 12 14 16 18 20  trend <- 1981:2005 trend  ## [1] 1981 1982 1983 1984 1985 1986 1987 1988 1989 1990 1991 1992 1993 1994  ## [15] 1995 1996 1997 1998 1999 2000 2001 2002 2003 2004 2005 |

Here, ones is a vector of ones of length 10, even is a vector containing the even numbers from 2 to 20, and trend is a vector containing the integers from 1981 to 2005. Since the basic element is a vector, it is also possible to concatenate vectors. Thus

c(ones, even)

## [1] 1 1 1 1 1 1 1 1 1 1 2 4 6 8 10 12 14 16 18 20

Cumulative Sums and Products

As mentioned, the functions cumsum() and cumprod() return cumulative sums and products.

x <- c(12,5,13) cumsum(x) ## [1] 12 17 30 cumprod(x)

## [1] 12 60 780

In x, the sum of the first element is 12, the sum of the first two elements is 17, and the sum of the first three elements is 30. The function cumprod() works the same way as cumsum(), but with the product instead of the sum.

Minima and Maxima

There is quite a difference between min() and pmin(). The former simply combines all its arguments into one long vector and returns the minimum value in that vector. In contrast, if pmin() is applied to two or more vectors, it returns a vector of the pair-wise minima, hence the name pmin.
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z<-matrix(c(1,5,6, 2,3,13), nrow = 3, ncol = 2, byrow = F) min(z[,1],z[,2]) ## [1] 1 pmin(z[,1],z[,2]) ## [1] 1 3 6
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In the first case, min() computed the smallest value in (1,5,6,2,3,2). But the call to pmin() computed the smaller of 1 and 2, yielding 1; then the smaller of 5 and 3, which is 3; then finally the minimum of 6 and 2, giving 2. Thus, the call returned the vector (1,3,2).

The max() and pmax() functions act analogously to min() and pmin().

Function minimization/maximization can be done via nlm() and optim(). For example, let’s find the smallest value of

*f*(*x*)= *x*2−sin(*x*)

|  |
| --- |
| nlm(function(x) return(x^2-sin(x)),8)  ## $minimum  ## [1] -0.2324656  ##  ## $estimate  ## [1] 0.4501831  ##  ## $gradient  ## [1] 4.024558e-09  ##  ## $code ## [1] 1  ##  ## $iterations  ## [1] 5 |

Here, the minimum value was found to be approximately −0*.*23, occurring at *x* = 0*.*45. A Newton-Raphson method (a technique from numerical analysis for approximating roots) is used, running five iterations in this case. The second argument specifies the initial guess, which we set to be 8. (This second argument was picked pretty arbitrarily here, but in some problems, you may need to experiment to find a value that will lead to convergence.)
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Calculus

R also has some calculus capabilities, including symbolic differentiation and numerical integration, as you can see in the following example.

D(expression(exp(x^2)),"x") *# derivative*

## exp(x^2) \* (2 \* x) integrate(function(x) x^2,0,1)

## 0.3333333 with absolute error < 3.7e-15

Matrix Crossproduct

Given matrices x and y as arguments, return a matrix cross-product. This is formally equivalent to (but usually slightly faster than) the call t(x) %\*% y (crossprod) or x %\*% t(y) (tcrossprod)

|  |
| --- |
| x\*y  ## [1] 2 8 18 32 50  t(x) %\*% y  ## [,1]  ## [1,] 110  crossprod(x,y)  ## [,1]  ## [1,] 110 x %\*% t(y)  ## [,1] [,2] [,3] [,4] [,5]  ## [1,] 2 4 6 8 10 x1\*t(y)  ## [2,] 4 8 12 16 20 x2\*t(y)  ## [3,] 6 12 18 24 30  ## [4,] 8 16 24 32 40  ## [5,] 10 20 30 40 50  tcrossprod(x,y)  ## [,1] [,2] [,3] [,4] [,5]  ## [1,] 2 4 6 8 10 ## [2,] 4 8 12 16 20 ## [3,] 6 12 18 24 30  ## [4,] 8 16 24 32 40 ## [5,] 10 20 30 40 50  outer(x,y)  ## [,1] [,2] [,3] [,4] [,5]  ## [1,] 2 4 6 8 10 ## [2,] 4 8 12 16 20 ## [3,] 6 12 18 24 30  ## [4,] 8 16 24 32 40 ## [5,] 10 20 30 40 50 |

A 2 × 3 matrix containing the elements 1:6, by column, is generated via
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|  |
| --- |
| A <- matrix(1:6, nrow = 2) A  ## [,1] [,2] [,3]  ## [1,] 1 3 5  ## [2,] 2 4 6  *#?matrix* t(A) |

## [,1] [,2] ## [1,] 1 2

## [2,] 3 4

## [3,] 5 6

dim(A) ## [1] 2 3 nrow(A) ## [1] 2 ncol(A)

## [1] 3

Subsetting a Matrix

By default, when a single element of a matrix is retrieved, it is returned as a vector of length 1 rather than a 1 × 1 matrix. This behavior can be turned off by setting drop = FALSE.

|  |
| --- |
| 1. <- A[1,] 2. <- A[,1] 3. <- A[2,2] D   ## [1] 4 class(D)  ## [1] "integer"   1. <- A[2,2,drop=F] E   ## [,1] ## [1,] 4  class(E)  ## [1] "matrix"  B  ## [1] 1 3 5   1. <- A[1, ,drop=F];F   ## [,1] [,2] [,3]  ## [1,] 1 3 5  A1 <- A[, -2]  A1 |
| ## [,1] [,2] ## [1,] 1 5  ## [2,] 2 6  det(A1) ## [1] -4 eigen(A1)  ## $values  ## [1] 7.5311289 -0.5311289  ##  ## $vectors  ## [,1] [,2] ## [1,] -0.6078802 -0.9561723 ## [2,] -0.7940288 0.2928046 |

A1 is a square matrix, and if it is nonsingular it has an inverse. One way to check for singularity is to compute the determinant using the R function det(). Here, det(A1) equals −4; hence A1 is nonsingular. Alternatively, its eigenvalues (and eigenvectors) are available using eigen(). Here, eigen(A1) yields the eigenvalues 7.531 and −0.531, again showing that A1 is nonsingular.

|  |
| --- |
| solve(A1)  ## [,1] [,2]  ## [1,] -1.5 1.25  ## [2,] 0.5 -0.25  A1 %\*% solve(A1)  ## [,1] [,2] ## [1,] 1 0  ## [2,] 0 1  diag(4)  ## [,1] [,2] [,3] [,4]  ## [1,] 1 0 0 0  ## [2,] 0 1 0 0  ## [3,] 0 0 1 0  ## [4,] 0 0 0 1 diag(2, 4, 4)  ## [,1] [,2] [,3] [,4]  ## [1,] 2 0 0 0  ## [2,] 0 2 0 0  ## [3,] 0 0 2 0  ## [4,] 0 0 0 2  diag(rep(c(1,2), c(3, 3))) |
| ## [,1] [,2] [,3] [,4] [,5] [,6]  ## [1,] 1 0 0 0 0 0  ## [2,] 0 1 0 0 0 0  ## [3,] 0 0 1 0 0 0  ## [4,] 0 0 0 2 0 0  ## [5,] 0 0 0 0 2 0  ## [6,] 0 0 0 0 0 2  B=svd(A1) *#singular-value decomposition #X = U D V'*  B$u %\*% diag(B$d) %\*% t(B$v)  ## [,1] [,2] ## [1,] 1 5  ## [2,] 2 6  qr(A1) *#QR decomposition*  ## $qr  ## [,1] [,2] ## [1,] -2.2360680 -7.602631 ## [2,] 0.8944272 -1.788854  ##  ## $rank ## [1] 2  ##  ## $qraux  ## [1] 1.447214 1.788854  ##  ## $pivot  ## [1] 1 2  ##  ## attr(,"class")  ## [1] "qr" |

It is also possible to form new matrices from existing ones.

|  |  |  |
| --- | --- | --- |
| cbind(1, A1)  ## [,1] [,2] [,3]  ## [1,] 1 1 5  ## [2,] 1 2 6 rbind(A1, diag(4, 2))  ## [,1] [,2] ## [1,] 1 5  ## [2,] 2 6  ## [3,] 4 0  ## [4,] 0 4 | | |
| x <- runif(20) summary(x) hist(x) |  |  |
| Exercise  Solve this system:  *x*1+*x*2 | = | 2 |
| −*x*1+*x*2  Its matrix form is as follows: | = | 4 |
| ## [1] -1 3 |  |  |

Set Operations

R includes some handy set operations, including these:

* union(x,y): Union of the sets x and y
* intersect(x,y): Intersection of the sets x and y
* setdiff(x,y): Set difference between x and y, consisting of all elements of x that are not in y
* setequal(x,y): Test for equality between x and y
* c %in% y: Membership, testing whether c is an element of the set y
* choose(n,k): Number of possible subsets of size k chosen from a set of size n

x <- c(1,2,5) y <- c(5,1,8,9) union(x,y) ## [1] 1 2 5 8 9 intersect(x,y) ## [1] 1 5 setdiff(x,y) ## [1] 2 setdiff(y,x) ## [1] 8 9 setequal(x,y)

*2.2 Complex numbers in R*

|  |
| --- |
| ## [1] FALSE setequal(x,c(1,2,5))  ## [1] TRUE  2 %in% x  ## [1] TRUE  2 %in% y ## [1] FALSE choose(5,2)  ## [1] 10 |

## Complex numbers in R

The following are the special R functions that you can use with complex numbers.

|  |
| --- |
| z <- 3.5-8i Re(z)  ## [1] 3.5  Im(z)  ## [1] -8  Mod(z)  ## [1] 8.732125  Conj(z) ## [1] 3.5+8i is.complex(z)  ## [1] TRUE |

Calculate the modulus (the distance from z to 0 in the complex plane by Pythagoras; if x is the real part and y is

the imaginary part, then the modulus is p*x*2+*y*2)

## Testing for equality with real numbers

You need to be careful in programming when you want to test whether or not two computed numbers are equal. R will assume that you mean ‘exactly equal’, and what that means depends upon machine precision. Most numbers are rounded to an accuracy of 53 binary digits. Typically therefore, two floating point numbers will not reliably be equal unless they were computed by the same algorithm, and not always even then.

*2.4 Four important things*

x <- sqrt(2) x \* x == 2 ## [1] FALSE x \* x - 2

## [1] 4.440892e-16

So how do we test for equality of real numbers?

x <- 0.3 - 0.2 y <- 0.1 x == y ## [1] FALSE identical(x,y) ## [1] FALSE all.equal(x,y)

## [1] TRUE

## Four important things

1. Variable names in R are case sensitive, so y is not the same as Y.
2. Variable names should not begin with numbers (e.g. 1x) or symbols (e.g. %x).
3. Variable names should not contain blank spaces (use back.pay not back pay).

For example: Objects obtain values in R by assignment (‘x gets a value’). This is achieved by the gets arrow <- which is a composite symbol made up from ‘less than’ and ‘minus’ with no space between them. Thus, to create a scalar constant x with value 5 we type x<-5, and not x = 5. Notice that there is a potential ambiguity if you get the spacing wrong. Compare our x <- 5, ‘x gets 5’, withx < - 5where there is a space between the ‘less than’ and ‘minus’ symbol. In R, this is actually a question, asking ‘is x less than minus 5?’ and, depending on the current value of x, would evaluate to the answer either TRUE or FALSE.

1. You cannot write a function that directly changes its arguments.

x <- c(13,5,12) sort(x) ## [1] 5 12 13 x

## [1] 13 5 12

The argument to sort() does not change. If we do want x to change in this R code, the solution is to reassign the arguments:

x <- c(13,5,12) x<-sort(x)

# Data structures

The data types or modes that R can handle include numeric, character, logical (TRUE/FALSE), complex (imaginary numbers), and raw (bytes). R also has a wide variety of objects for holding data, including scalars, vectors, matrices, arrays, data frames, and lists.

attributes(mtcars) ?mtcars

## Vectors

Vectors are one-dimensional arrays that can hold numeric data, character data, or logical data. The combine function c() is used to form the vector.

|  |
| --- |
| a <- c(1, 2, 5, 3, 6, -2, 4) b <- c("one", "two", "three")  c <- c(TRUE, TRUE, TRUE, FALSE, TRUE, FALSE) |

Here, a is numeric vector, b is a character vector, and c is a logical vector. Note that the data in a vector must only be one type or mode (numeric, character, or logical). You can’t mix modes in the same vector. You can refer to elements of a vector using a numeric vector of positions within brackets.

a <- c(1, 2, 5, 3, 6, -2, 4) a[c(1, 3, 5)] ## [1] 1 5 6 a[1:3]

## [1] 1 2 5

The colon operator used in the last statement is used to generate a sequence of numbers.

## Matrices

A matrix is a two-dimensional array where each element has the same mode (numeric, character, or logical). Matrices are created with the matrix function . The general format is

myymatrix<-matrix(vector,nrow=number\_of\_rows,ncol=number\_of\_columns, byrow=logical\_value,dimnames=list(char\_vector\_rownames,char\_vector\_colnames))

where vector contains the elements for the matrix, nrow and ncol specify the row and column dimensions, and dimnames contains optional row and column labels stored in character vectors. The option byrow indicates whether the matrix should be filled in by row (byrow=TRUE) or by column (byrow=FALSE). The default is by column. The following listing demonstrates the matrix function.

|  |
| --- |
| y <- matrix(1:20, nrow = 5, ncol = 4) y  ## [,1] [,2] [,3] [,4]  ## [1,] 1 6 11 16  ## [2,] 2 7 12 17  ## [3,] 3 8 13 18  ## [4,] 4 9 14 19 ## [5,] 5 10 15 20  cells <- c(1, 26, 24, 68) rnames <- c("R1", "R2") cnames <- c("C1", "C2")  mymatrix <- matrix(cells,nrow=2,ncol=2,byrow=TRUE,dimnames=list(rnames,cnames)) dim(mymatrix)  ## [1] 2 2  mymatrix  ## C1 C2  ## R1 1 26 ## R2 24 68 |

You can identify rows, columns, or elements of a matrix by using subscripts and brackets. X[i,] refers to the ith row of matrix X, X[,j] refers to jth column, and X[i, j] refers to the ijth element, respectively.

|  |
| --- |
| y[2, ]  ## [1] 2 7 12 17  y[, 2]  ## [1] 6 7 8 9 10  y[1, 4] ## [1] 16 y[1 : 2, c(3, 4)]  ## [,1] [,2]  ## [1,] 11 16  ## [2,] 12 17 z <- as.vector(y) dim(z) <- c(4, 5) z  ## [,1] [,2] [,3] [,4] [,5]  ## [1,] 1 5 9 13 17  ## [2,] 2 6 10 14 18  ## [3,] 3 7 11 15 19  ## [4,] 4 8 12 16 20 |

Avoiding Unintended Dimension Reduction

In the world of statistics, dimension reduction is a good thing, with many statistical procedures aimed to do it well. If we are working with, say, 10 variables and can reduce that number to 3 that still capture the essence of our data, we’re happy. However, in R, something else might merit the name dimension reduction that we may sometimes wish to avoid. Say we have a four-row matrix and extract a row from it:

|  |
| --- |
| z  ## [,1] [,2] [,3] [,4] [,5]  ## [1,] 1 5 9 13 17  ## [2,] 2 6 10 14 18  ## [3,] 3 7 11 15 19  ## [4,] 4 8 12 16 20  r<-z[2,] r  ## [1] 2 6 10 14 18 |

This seems innocuous, but note the format in which R has displayed r. It’s a vector format, not a matrix format. In other words, r is a vector of length 2, rather than a 1-by-2 matrix. We can confirm this in a couple of ways:

|  |
| --- |
| attributes(z)  ## $dim  ## [1] 4 5  attributes(r) ## NULL str(z)  ## int [1:4, 1:5] 1 2 3 4 5 6 7 8 9 10 ... str(r)  ## int [1:5] 2 6 10 14 18 |

Here, R informs us that z has row and column numbers, while r does not. Similarly, str() tells us that z has indices ranging in 1:4 and 1:2, for rows and columns, while r’s indices simply range in 1:2. No doubt about it—r is a vector, not a matrix. This seems natural, but in many cases, it will cause trouble in programs that do a lot of matrix operations.

Fortunately, R has a way to suppress this dimension reduction: the drop argument. Here’s an example, using the matrix z from above:

|  |
| --- |
| r <- z[2,, drop=FALSE] r  ## [,1] [,2] [,3] [,4] [,5]  ## [1,] 2 6 10 14 18 dim(r)  ## [1] 1 5 |

Now r is a 1-by-2 matrix, not a two-element vector.

Extended Example: Image Manipulation

Image files are inherently matrices, since the pixels are arranged in rows and columns. If we have a grayscale image, for each pixel, we store the intensity— the brightness–of the image at that pixel. So, the intensity of a pixel in, say, row 28 and column 88 of the image is stored in row 28, column 88 of the matrix. For a color image, three matrices are stored, with intensities for red, green, and blue components, but we’ll stick to grayscale here. For our example, let’s consider an image of the Mount Rushmore National Memorial in the United States. Let’s read it in, using the pixmap library.

library(pixmap)

mtrush1 <- read.pnm("mtrush1.pgm") mtrush1 plot(mtrush1) str(mtrush1)

The intensities in this class are stored as numbers ranging from 0.0 (black) to 1.0 (white), with intermediate values literally being shades of gray. For instance, the pixel at row 28, column 88 is pretty bright.

mtrush1@grey[28,88]

To determine the relevant rows and columns, you can use R’s locator() function. In this manner, I found that Roosevelt’s portion of the picture is in rows 84 through 163 and columns 135 through 177. (Note that row numbers in pixmap objects increase from the top of the picture to the bottom, the opposite of the numbering used by locator().) So, to blot out that part of the image, we set all the pixels in that range to 1.0.

|  |
| --- |
| locator() mtrush2 <- mtrush1  mtrush2@grey[84:163,135:177] <- 1  plot(mtrush2) |

What if we merely wanted to disguise President Roosevelt’s identity? We could do this by adding random noise to the picture. Here’s code to do that:

|  |
| --- |
| blurpart <- function(img,rows,cols,q) { lrows <- length(rows) lcols <- length(cols) newimg <- img  randomnoise <- matrix(nrow=lrows, ncol=ncols,runif(lrows\*lcols)) newimg@grey <- (1-q) \* img@grey + q \* randomnoise return(newimg)  } |

As the comments indicate, we generate random noise and then take a weighted average of the target pixels and the noise. The parameter q controls the weight of the noise, with larger q values producing more blurring. The random noise itself is a sample from U(0,1), the uniform distribution on the interval (0,1). Note that the following is a matrix operation:

newimg@grey <- (1-q) \* img@grey + q \* randomnoise mtrush3 <- blurpart(mtrush1,84:163,135:177,0.65) plot(mtrush3)

*3.3 Arrays*

## Arrays

Arrays are similar to matrices but can have more than two dimensions. They’re created with an array function of the following form:

myarray <- array(vector, dimensions, dimnames)

where vector contains the data for the array, dimensions is a numeric vector giving the maximal index for each dimension, and dimnames is an optional list of dimension labels. The following listing gives an example of creating a three-dimensional (2x3x4) array of numbers.

|  |
| --- |
| z <- (1:24) dim1 <- c("A1", "A2") dim2 <- c("B1", "B2", "B3") dim3 <- c("C1", "C2", "C3", "C4")  z <- array(1:24, c(2, 3, 4), dimnames = list(dim1, dim2, dim3)) z  ## , , C1  ##  ## B1 B2 B3  ## A1 1 3 5  ## A2 2 4 6  ##  ## , , C2  ##  ## B1 B2 B3  ## A1 7 9 11  ## A2 8 10 12  ##  ## , , C3  ##  ## B1 B2 B3  ## A1 13 15 17  ## A2 14 16 18  ##  ## , , C4  ##  ## B1 B2 B3  ## A1 19 21 23  ## A2 20 22 24 |

Array Transposition

Transpose an array by permuting its dimensions and optionally resizing it.

A <- array(1:24,dim = c(2,3,4));A

## , , 1

##

## [,1] [,2] [,3] ## [1,] 1 3 5

*3.3 Arrays*

|  |
| --- |
| ## [2,] 2 4 6  ##  ## , , 2  ##  ## [,1] [,2] [,3]  ## [1,] 7 9 11  ## [2,] 8 10 12  ##  ## , , 3  ##  ## [,1] [,2] [,3] ## [1,] 13 15 17  ## [2,] 14 16 18  ##  ## , , 4  ##  ## [,1] [,2] [,3] ## [1,] 19 21 23  ## [2,] 20 22 24  B <- aperm(A, c(2,3,1));B  ## , , 1  ##  ## [,1] [,2] [,3] [,4]  ## [1,] 1 7 13 19  ## [2,] 3 9 15 21  ## [3,] 5 11 17 23  ##  ## , , 2  ##  ## [,1] [,2] [,3] [,4]  ## [1,] 2 8 14 20  ## [2,] 4 10 16 22  ## [3,] 6 12 18 24  C <- array(1:24,dim = c(3,4,2));C *#diff*  ## , , 1  ##  ## [,1] [,2] [,3] [,4]  ## [1,] 1 4 7 10  ## [2,] 2 5 8 11  ## [3,] 3 6 9 12  ##  ## , , 2  ##  ## [,1] [,2] [,3] [,4] ## [1,] 13 16 19 22  ## [2,] 14 17 20 23  ## [3,] 15 18 21 24 |

*3.4 Data frames*

## Data frames

A data frame is more general than a matrix in that different columns can contain different modes of data (numeric, character, etc.). It’s similar to the datasets you’d typically see in SAS, SPSS, and Stata. Data frames are the most common data structure you’ll deal with in R. A data frame is created with the data.frame() function :

mydata <- data.frame(col1, col2, col3)

where col1, col2, col3, ... are column vectors of any type.

|  |
| --- |
| patientID <- c(1, 2, 3, 4) age <- c(25, 34, 28, 52)  diabetes <- c("Type1", "Type2", "Type1", "Type1") status <- c("Poor", "Improved", "Excellent", "Poor") patientdata1 <- cbind(patientID,age,diabetes,status) patientdata2 <- data.frame(patientID, age, diabetes, status) patientdata1  ## patientID age diabetes status ## [1,] "1" "25" "Type1" "Poor"  ## [2,] "2" "34" "Type2" "Improved"  ## [3,] "3" "28" "Type1" "Excellent"  ## [4,] "4" "52" "Type1" "Poor" patientdata2  ## patientID age diabetes status  ## 1 1 25 Type1 Poor  ## 2 2 34 Type2 Improved  ## 3 3 28 Type1 Excellent  ## 4 4 52 Type1 Poor  names(patientdata2)  ## [1] "patientID" "age" "diabetes" "status" is.matrix(patientdata1)  ## [1] TRUE  is.matrix(patientdata2)  ## [1] FALSE patientdata2[1:2]  ## patientID age  ## 1 1 25  ## 2 2 34  ## 3 3 28  ## 4 4 52  patientdata2[c("diabetes", "status")] |

*3.5 Factor*

## diabetes status ## 1 Type1 Poor

## 2 Type2 Improved

## 3 Type1 Excellent

## 4 Type1 Poor

patientdata2$age

## [1] 25 34 28 52

## Factor

As you’ve seen, variables can be described as nominal, ordinal, or continuous. Nominal variables are categorical, without an implied order. Diabetes (Type1, Type2) is an example of a nominal variable. Even if Type1 is coded as a 1 and Type2 is coded as a 2 in the data, no order is implied. Ordinal variables imply order but not amount. Status (poor, improved, excellent) is a good example of an ordinal variable. You know that a patient with a poor status isn’t doing as well as a patient with an improved status, but not by how much. Continuous variables can take on any value within some range, and both order and amount are implied. Age in years is a continuous variable and can take on values such as 14.5 or 22.8 and any value in between.

Categorical (nominal) and ordered categorical (ordinal) variables in R are called factors. Factors are crucial in R because they determine how data will be analyzed and presented visually. For vectors representing ordinal variables, you add the parameter ordered=TRUE to the factor() function.

|  |
| --- |
| status <- factor(status, ordered=TRUE) status  ## [1] Poor Improved Excellent Poor ## Levels: Excellent < Improved < Poor str(patientdata2)  ## 'data.frame': 4 obs. of 4 variables:  ## $ patientID: num 1 2 3 4  ## $ age : num 25 34 28 52  ## $ diabetes : Factor w/ 2 levels "Type1","Type2": 1 2 1 1  ## $ status : Factor w/ 3 levels "Excellent","Improved",..: 3 2 1 3 summary(patientdata2)  ## patientID age diabetes status  ## Min. :1.00 Min. :25.00 Type1:3 Excellent:1 ## 1st Qu.:1.75 1st Qu.:27.25 Type2:1 Improved :1  ## Median :2.50 Median :31.00 Poor :2  ## Mean :2.50 Mean :34.75 ## 3rd Qu.:3.25 3rd Qu.:38.50 ## Max. :4.00 Max. :52.00 |

By default, factor levels for character vectors are created in alphabetical order. This worked for the status factor, because the order “Excellent,” “Improved,” “Poor” made sense. You can override the default by specifying a levels option.

*3.6 Logical operations*

|  |
| --- |
| status <- factor(status, order=TRUE, levels=c("Poor", "Improved", "Excellent")) status  ## [1] Poor Improved Excellent Poor ## Levels: Poor < Improved < Excellent  status2<-c("Poor", "Improved", "Excellent") typeof(status2) ## [1] "character"  status3<-factor(status2,levels=c("Poor", "Improved", "Excellent"),labels=c("C","B", status3  ## [1] C B A  ## Levels: C B A |

"A"))

Be sure that the specified levels match your actual data values. Any data values not in the list will be set to missing.

Another Example

|  |
| --- |
| a<-c("A","C","B","C") b<-as.factor(a) b[5]<-"D"  ## Warning in ‘[<-.factor‘(‘\*tmp\*‘, 5, value = "D"): invalid factor level, NA generated  c<-as.vector(b) typeof(c)  ## [1] "character"  c[5]<-"D" b<-as.factor(c) b  ## [1] A C B C D  ## Levels: A B C D |

## Logical operations

A crucial part of computing involves asking questions about things. Is one thing bigger than other? Are two things the same size? Questions can be joined together using words like ‘and’ ‘or’, ‘not’. Questions in R typically evaluate to TRUE or FALSE but there is the option of a ‘maybe’ (when the answer is not available, NA). In R, < means ‘less than’, > means ‘greater than’, and ! means ‘not’.

! #logical NOT

& #logical AND

| #logical OR

< #less than

<= #less than or equal to

*3.6 Logical operations*

> #greater than

= #greater than or equal to

== #logical equals (double =)

!= #not equal

&& #AND with IF

|| #OR with IF isTRUE(x)

#an abbreviation of identical(TRUE,x)

The function isTRUE() takes one argument. If that argument evaluates to TRUE, the function will return TRUE. Otherwise, the function will return FALSE.

isTRUE(6 > 4)

## [1] TRUE

The function identical() will return TRUE if the two R objects passed to it as arguments are identical.

identical('Twins', 'twins')

## [1] FALSE

You should also be aware of the xor() function, which takes two arguments. The xor() function stands for exclusive OR. If one argument evaluates to TRUE and one argument evaluates to FALSE, then this function will return TRUE, otherwise it will return FALSE.

xor(5 == 6, !FALSE)

## [1] TRUE

Use the which() function to find the indicies of ints that are greater than 7.

|  |
| --- |
| ints <- sample(10) ints  ## [1] 3 7 10 5 8 9 2 1 4 6 ints>5  ## [1] FALSE TRUE TRUE FALSE TRUE TRUE FALSE FALSE FALSE TRUE which(ints > 7)  ## [1] 3 5 6 |

Exercise:

(TRUE != FALSE) == !(6 == 7) ## [1] TRUE

TRUE & c(TRUE, FALSE, FALSE)

## [1] TRUE FALSE FALSE

TRUE && c(TRUE, FALSE, FALSE)

*3.7 Type conversions*

## [1] TRUE

TRUE | c(TRUE, FALSE, FALSE)

## [1] TRUE TRUE TRUE

TRUE || c(TRUE, FALSE, FALSE)

## [1] TRUE

5 > 8 || 6 != 8 && 4 > 3.9

## [1] TRUE

Notice that AND operators are evaluated before OR operators.

## Type conversions

R provides a set of functions to identify an object’s data type and convert it to a different data type. Functions of the form is.datatype()return TRUE or FALSE, whereas as.datatype() converts the argument to that type.

|  |
| --- |
| ab <- c(1,2,3) is.numeric(ab) ## [1] TRUE  is.vector(ab) ## [1] TRUE  ab <- as.character(ab) is.numeric(ab) ## [1] FALSE is.vector(ab) ## [1] TRUE  is.character(ab)  ## [1] TRUE |

You can use the functions listed in the following table to test for a data type and to convert it to a given type.

|  |  |
| --- | --- |
| is.numeric() | as.numeric() |
| is.character() | as.character() |
| is.vector() | as.vector() |
| is.matrix() | as.matrix() |
| is.data.frame() | as.data.frame() |
| is.factor() | as.factor() |
| is.logical() | as.logical() |

Different way to check Data type.

*3.8 List*

class(), mode() and typeof()

|  |
| --- |
| aaa<-gl(2,5)  class(aaa) *#Class of variable*  ## [1] "factor" mode(aaa) *#type of data*  ## [1] "numeric"  typeof(aaa) *#one type of numeric*  ## [1] "integer" |

## List

Lists are the most complex of the R data types. A list allows you to gather a variety of (possibly unrelated) objects under one name. For example, a list may contain a combination of vectors, matrices, data frames, and even other lists. You create a list using the list() function.

mylist <- list(object1, object2)

[[ is used to extract elements of a list or a data frame; it can only be used to extract a single element and the class of the returned object will not necessarily be a list or data frame. $ is used to extract elements of a list or data frame by name; semantics are similar to that of [[.

|  |
| --- |
| Lst <- list(name="Fred", wife="Mary", child.ages=c(4,7,9)) Lst  ## $name  ## [1] "Fred"  ##  ## $wife  ## [1] "Mary"  ##  ## $child.ages  ## [1] 4 7 9  Lst[[2]]  ## [1] "Mary"  Lst[[3]][2]  ## [1] 7  *#Lst[[1:2]] NG* Lst[["name"]] ## [1] "Fred"  Lst$name  ## [1] "Fred" |

*3.8 List*

Adding and Deleting List Elements

New components can be added after a list is created.

|  |
| --- |
| *#add component* z <- list(a="abc",b=12) z  ## $a  ## [1] "abc"  ##  ## $b ## [1] 12  z$c <- "sailing" *# add a c component # did c really get added?* z  ## $a  ## [1] "abc"  ##  ## $b  ## [1] 12  ##  ## $c  ## [1] "sailing"  *#You can delete a list component by setting it to NULL.* z$b <- NULL z  ## $a  ## [1] "abc"  ##  ## $c  ## [1] "sailing" |

Partial Matching

Partial matching of names is allowed with [[ and $.

|  |
| --- |
| x <- list(aardvark = 1:5) x$a  ## [1] 1 2 3 4 5  x[["a"]] ## NULL  x[["a", exact = FALSE]]  ## [1] 1 2 3 4 5 |

*3.9 Formulas*

Extended Example: Text Concordance

Web search and other types of textual data mining are of great interest today. Let’s use this area for an example of R list code. We’ll write a function called findwords() that will determine which words are in a text file and compile a list of the locations of each word’s occurrences in the text. This would be useful for contextual analysis.

Suppose our input file, testconcord.txt, has the following contents:

* The [1] here means that the first item in this line of output is item 1. In this case, our output consists of only one line (and one item), so this is redundant, but this notation helps to read voluminous output that consists of many items spread over many lines. For example, if there were two rows of output with six items per row, the second row would be labeled [7].

In order to identify words, we replace all nonletter characters with blanks and get rid of capitalization. The new file, testconcorda.txt, looks like this:

* the here means that the first item in this line of output is item in this case our output consists of only one line and one item so this is redundant but this notation helps to read voluminous output that consists of many items spread over many lines for example if there were two rows of output with six items per row the second row would be labeled

Then, for instance, the word item has locations 7, 14, and 27, which means that it occupies the seventh, fourteenth, and twenty-seventh word positions in the file.

|  |
| --- |
| findwords <- function(tf) {  *# read in the words from the file, into a vector of mode character* txt <- scan(tf,"") wl <- list()  for (i in 1:length(txt)) { wrd <- txt[i] *# i-th word in input file*  wl[[wrd]] <- c(wl[[wrd]],i)  }  return(wl)  }  txt <- scan("testconcorda.txt","") txt class(txt)  findwords("testconcorda.txt") |

## Formulas

Formulas are constructs used in various statistical programs for specifying models. In R, formula objects can be used for storing symbolic descriptions of relationships among variables, such as the ~ operator in the formation of a formula:

f <- y ~ x class(f)

## [1] "formula"

*3.10 Missing Values*

## Missing Values

Missing values are denoted by NA or NaN for undefined mathematical operations.

* is.na() is used to test objects if they are NA
* is.nan() is used to test for NaN
* NA values have a class also, so there are integer NA, character NA, etc.
* A NaN value is also NA but the converse is not true

x <- 1/0 x ## [1] Inf

x <- 0/0 x ## [1] NaN

x <- c(1, 2, NaN, NA, 4) is.na(x)

## [1] FALSE FALSE TRUE TRUE FALSE is.nan(x)

## [1] FALSE FALSE TRUE FALSE FALSE

## attach(), detach(), with()

The attach() function adds the data frame to the R search path. When a variable name is encountered, data frames in the search path are checked in order to locate the variable.

summary(mtcars$mpg) plot(mtcars$mpg, mtcars$disp)

This could also be written as

attach(mtcars) summary(mpg) plot(mpg, disp) detach(mtcars)

The limitations with this approach are evident when more than one object can have the same name. An alternative approach is to use the with() function.

with(mtcars, { summary(mpg, disp, wt) plot(mpg, disp) plot(mpg, wt)

})

*3.12 Attach Misery*

The limitation of the with() function is that assignments will only exist within the function brackets. If you need to create objects that will exist outside of the with() construct, use the special assignment operator <<- instead of the standard one (<-). It will save the object to the global environment outside of the with() call.

|  |
| --- |
| with(mtcars, {  nokeepstats <- summary(mpg) keepstats <<- summary(mpg)  }) nokeepstats keepstats |

## Attach Misery

When we work with a single dataset, we use the attach command, as it is more convenient. However, there are rules that must be followed, and we see manyRnovices breaking these rules.

Entering the Same attach Command Twice

At this point it is useful to consult the help file of the attach function. It says that the function adds the data frame Parasite to its search path, and, as a result, the variables in the data frame can be accessed without using the $ notation. However, by attaching the data frame twice, we have made available two copies of each variable. If we make changes to, for example, Length and, subsequently, use Length in a linear regression analysis, we have no way of ensuring that the correct value is used.

Attaching a Data Frame and Demo Data

The typical use of such a package is that the reader accesses the help file of certain functions, goes to the examples at the end of a help file, and copies and runs the code to see what it does. Most often, the code from a help file loads a dataset from the package using the data function, or it creates variables using a random number generator. We have also seen help file examples that contain the attach and detach functions. When using these it is not uncommon to neglect to copy the entire code; the detach command may be omitted, leaving the attach function active. Once you understand the use of the demonstrated function, it is time to try it with your own data. If you have also applied the attach function to your data, you may end up in the scenario outlined in the previous section. Problems may also occur if demonstration data loaded with the data function contain some of the same variable names used as your own data files.

[See A Beginner’s Guide to R for more details, P197]

# Data input

## Input and Output

Input

The source("filename") function submits a script to the current session. If the filename doesn’t include a path, the file is assumed to be in the current working directory.

To save and use the .RData file, for example, you can use command as

|  |
| --- |
| auto<-read.xlsx("C:\\Users\\XXXHHF\\Documents\\R\\workfile\\auto.xlsx",  1,header=TRUE,as.data.frame=TRUE)  View(auto)  save(auto,file="C:\\Users\\XXXHHF\\Documents\\R\\workfile\\auto.RData") |

remove(auto) load("C:\\Users\\XXXHHF\\Documents\\R\\workfile\\auto.RData")

Graphic Output

To redirect graphic output, use the following functions. Use dev.off() to return output to the terminal.

pdf("filename.pdf") #PDF file

win.metafile("filename.wmf") #Windows metafile png("filename.png") #PBG file jpeg("filename.jpg") #JPEG file bmp("filename.bmp") #BMP file

postscript("filename.ps") #PostScript file

## Data input

R provides a wide range of tools for importing data. The definitive guide for importing data in R is the R Data Import/Export manual available at [http://cran.r-project.org/doc/manuals/R-data.pdf.](http://cran.r-project.org/doc/manuals/R-data.pdf) R can import data from the keyboard, from flat files, from Microsoft Excel and Access, from popular statistical packages, from specialty formats, and from a variety of relational database management systems.

Entering data from the keyboard

The edit() function in R will invoke a text editor that will allow you to enter your data manually.

mydata <- data.frame(age=numeric(0), gender=character(0), weight=numeric(0)) mydata <- edit(mydata)

Or

x=numeric(10) data.entry(x)

Or

aa<-scan()

If you want to read in a single line from the keyboard, readline() is very handy.

inits <- readline("type your initials: ")

Scan

For dataframes, read.table is superb. But read.table(file="C:\\Users\\XXXHHF\\Documents\\LYX\\2. Getting Started\\Data\\rt.txt")

It simply cannot cope with lines having different numbers of fields. However, scan and readLines come into their own with these complicated, non-standard files. It is much less friendly for reading dataframes than read.table, but it is substantially more flexible for tricky or non-standard files.

|  |
| --- |
| rt<-scan(file="C:\\Users\\XXXHHF\\Documents\\LYX\\2. Getting Started\\Data\\rt.txt") rt<-scan(file="C:\\Users\\XXXHHF\\Documents\\LYX\\2. Getting Started\\Data\\rt.txt", rt<-scan(file="C:\\Users\\XXXHHF\\Documents\\LYX\\2. Getting Started\\Data\\rt.txt", rt<-scan(file=file.choose(),sep="\t") |

sep="\n") sep="\t")

The only difference between the three calls to scan is in the specification of the separator. The first uses the default which is blanks or tabs (the 10 items are the 10 numbers that we are interested in, but information about their grouping has been lost). The second uses the new line "\n" control character as the separator (the contents of each of the five lines have been stripped out and trimmed to create meaningless numbers, except for 138 and 59 which were the only numbers on their respective lines). The third uses tabs "\t" as separators (we have no information on lines, but at least the numbers have retained their integrity, and missing values (NA) have been used to pad out each line to the same length, 4.

|  |
| --- |
| sapply(1:5, function(i) as.numeric(na.omit( scan("C:\\Users\\XXXHHF\\Documents\\LYX\\2. Getting Started\\Data\\rt.txt", sep="\t",quiet=T)[(4\*i-3):  (4\*i)]))) |

Read data into a vector or list from the console or file.

|  |
| --- |
| weight<-scan(file="C:\\Users\\XXXHHF\\Documents\\LYX\\2. Getting Started\\Data\\weight.data"  Forest<-scan(file="C:\\Users\\XXXHHF\\Documents\\  LYX\\2. Getting Started\\Data\\ForestData.txt",what=double(),skip=1) |

)

Importing data from a delimited text file

Read.table

You can import data from delimited text files using read.table() , a function that reads a file in table format and saves it as a data frame.

mydataframe <- read.table(file, header=logical\_value, sep="delimiter", row.names="name")

where file is a delimited ASCII file , header is a logical value indicating whether the first row contains variable names (TRUE or FALSE), sep specifies the delimiter separating data values, and row.names is an optional parameter specifying one or more variables to represent row identifiers. Note that the sep parameter allows you to import files that use a symbol other than a comma to delimit the data values. You could read tab-delimited files with sep="\t". The default is sep="", which denotes one or more spaces, tabs, new lines, or carriage returns.

The read.table function is one of the most commonly used functions for reading data. It has a few important arguments:

* file, the name of a file, or a connection
* header, logical indicating if the file has a header line
* sep, a string indicating how the columns are separated
* colClasses, a character vector indicating the class of each column in the dataset
* nrows, the number of rows in the dataset
* comment.char, a character string indicating the comment character
* skip, the number of lines to skip from the beginning
* stringsAsFactors, should character variables be coded as factors?

|  |
| --- |
| Forest<-read.table(file="ForestData.txt",header=TRUE) str(Forest) names(Forest)  Forest<-read.table(file="ForestData.txt",header=TRUE,stringsAsFactors=FALSE) Forest<-read.table(file="ForestData.txt",header=TRUE, colClass=c("integer","integer","character",  "character","double","integer","double","double","double")) |

Option stringsAs Factors=FALSE will turn this behavior off for all character variables. Alternatively, you can use the colClasses option to specify a class (for example, logical, numeric, character, factor) for each column. See help(read.table) for details.

R will automatically

* skip lines that begin with a #
* figure out how many rows there are (and how much memory needs to be allocated)
* figure what type of variable is in each column of the table Telling R all these things directly makes R run faster and more efficiently.

There are three things to remember:

* The whole path and file name needs to be enclosed in double quotes: "c:\\abc.txt".
* header=T says that the first row contains the variable names (T stands for TRUE).
* Always use double \\ rather than \ in the file path definition.

Finally, there can be problems when you are trying to read variables that consist of character strings containing blank spaces (as in files containing place names). You can use read.table so long as you export the file from the spreadsheet using commas to separate the fields, and you tell read.table that the separators are commas using sep="," (to override the default blanks or tabs (\t):

map <- read.table("c:\\temp\\bowens.csv",header=T,sep=",")

However, it is quicker and easier to use read.csv in this case (see below).

### Read.delim

You can save time by using read.delim, because then you can omit header=T:

Forest<-read.delim(file="ForestData.txt")

### Separators and decimal points

The default field separator character in read.table is sep=" ". This separator is white space, which is produced by one or more spaces, one or more tabs \t, one or more newlines \n, or one or more carriage returns. If you do have a different separator between the variables sharing the same line (i.e. other than a tab within a.txt file) then there may well be a special read function for your case.

* for comma-separated fields use read.csv("c:\\temp\\file.csv");
* for semicolon-separated fields read.csv2("c:\\temp\\file.csv");
* for tab-delimited fields with decimal points as a commas, use read.delim2("c:\\temp\\file.txt").

More details, see ?read.table.

Importing data from a URL

|  |
| --- |
| data2 <- read.table ("http://www.bio.ic.ac.uk/research/mjcraw/therbook/data/cancer.txt" head(data2) |

, header=T)

Or

urlhandle=url("http://www.math.smith.edu/r/testdata") ds=readLines(urlhandle)

Or

ds=read.table("http//www.math.smith.edu/r/testdata")

Importing data from Excel

The best way to read an Excel file is to export it to a comma-delimited file from within Excel and import it to R using the method described earlier.

|  |
| --- |
| install.packages("xlsx")  library("xlsx")  Forest<-read.xlsx("ForestData.xlsx",1,header=TRUE,as.data.frame=TRUE) str(Forest)  levels(Forest$month)  Forest$month<-factor(Forest$month,order=TRUE, levels=c("jan","feb","mar","apr","may","jun",  "jul","aug","sep","oct","nov","dec"))  levels(Forest$month) |

Importing data from stata

Using foreign package, you can import file from stata.

|  |
| --- |
| library("foreign")  auto<-read.dta("C:\\Users\\XXXHHF\\Documents\\LYX\\1.1. Getting Started\\Data\\auto.dta" head(auto) |

)

Importing data from clipboard

Using the following command, you can import data from clipboard. (using auto.xlsx)

*4.3 Data output*

TRData <- read.table("clipboard", header = T, sep = "\t")

Using the Built-in data from R

There are many built-in data sets within the datasets package of R.

data()

To see the data sets in extra installed packages as well

data(package = .packages(all.available = TRUE))

Many of the contributed packages contain data sets, and you can viewtheir names using the try function.

try(data(package = "MASS") )

Other Commands:

|  |
| --- |
| *#help(dataname)* help(CO2)  *#data(dataname,package="rpart")* help(mtcars) data(mtcars) help(mtcars) |

For further information of import data, also see <http://www.biosino.org/R/R-doc/onepage/R-data_cn.html>for details.

## Data output

Saving history

It is very useful to be able to see all of the lines of R code that one has typed during a particular session. You may want to copy the lines into a text editor to make minor alterations, or you may simply want to paste multiple lines back into R to repeat certain operations. To see all of your lines of input code just type:

history(Inf)

This opens a window called R History through which you can scroll, highlight and copy using Ctrl+C. You could then open a new Untitled R Editor window (File > New Script) and paste the selected lines of code using Ctrl+V. Alternatively, you might want to save the entire history to file, for use on a subsequent occasion:

savehistory(file = "history.txt")

To retrieve the history for use on another occasion use

loadhistory(file = "history.txt")

Then you can access it by history(Inf)in the new session.

*4.3 Data output*

Saving graphics

For speed and simplicity, you can click on a graph (the bar on top of the R Graphics Device goes darker blue) then press Ctrl+C (to copy the graph), then switch to a word processor and paste using Ctrl+V. For publicationquality graphics, however, you will want to save each figure in a separate file as a PDF or PostScript file. There are a great many options (see ?pdf and ?postscript for details) but the basics are very simple. Here we set the graphics device to produce a PDF:

pdf("c:\\temp\\fig1.pdf") data(mtcars) plot(mtcars$wt~mtcars$mpg)

Now, any plot directives are sent to this file. To switch off writing graphics to file, type:

dev.off()

Exporting data to ascii file

In addition to the read.table command, R also has a write.table command. With this function, you can export numerical information to an ascii file.

For.sep <- Forest[Forest$month == "sep", ] write.table(For.sep, file = "For\_sep.txt", sep = " ", quote = FALSE, append = FALSE, na = "NA")

The first argument in the write.table function is the variable that you want to export, and, obviously, you also need a file name. The sep = " " ensures that the data are separated by a space, the quote = FALSE avoids quotation marks around character strings (headings), na="NA" allows you to specify how missing values are represented, and append=FALSE opens a new file. Save as a R data file

save(For.sep,file="For\_sep.Rdata") load("For\_sep.Rdata") save(list=ls(all=TRUE),file="all.Rdata")

Pasting into an Excel spreadsheet

Writing a vector from R to the Windows Clipboard uses the function writeClipboard(x) where x is a single vector of characters, so you need to build up a spreadsheet in Excel by pasting (Ctrl+V) one column at a time.

writeClipboard(as.character(factor.name))

Go into Excel and press Ctrl+V.

Checking files from the command line

It can be useful to check whether a given filename exists in the path where you think it should be.

file.exists("c:\\temp\\Decay.txt")

For more on file handling, see ?files.

## Annotating datasets

Data analysts typically annotate datasets to make the results easier to interpret. Typically annotation includes adding descriptive labels to variable names and value labels to the codes used for categorical variables.

Variables labels

Unfortunately, R’s ability to handle variable labels is limited. One approach is to use the variable label as the variable’s name and then refer to the variable by its position index. The following code renames age to "Age at hospitalization (in years)".

names(patientdata2)[2] <- "Age at hospitalization (in years)" patientdata2[2]

## Age at hospitalization (in years)

## 1 25

## 2 34

## 3 28

## 4 52

Clearly this new name is too long to type repeatedly. You may be better off trying to come up with better names (for example, admissionAge).

Value labels

|  |
| --- |
| gender <- c(1,2,1,2)  patientdata2 <- data.frame(patientID, gender, age, diabetes, status)  patientdata2$gender <- factor(patientdata2$gender, levels = c(1,2), labels = c("male" patientdata2$gender  ## [1] male female male female  ## Levels: male female |

, "female"))

### Extended Example: Reading PUMS Census Files

The U.S. Census Bureau makes census data available in the form of Public Use Microdata Samples (PUMS). The term microdata here means that we are dealing with raw data and each record is for a real person, as opposed to statistical summaries. Data on many, many variables are included. The data is organized by household. For each unit, there is first a Household record, describing the various characteristics of that household, followed by one Person record for each person in the household. Character positions 106 and 107 (with numbering starting at 1) in the Household record state the number of Person records for that household. (The number can be very large, since some institutions count as households.) To enhance the integrity of the data, character position 1 contains H or P to confirm that this is a Household or Person record. So, if you read an H record, and it tells you there are three people in the household, then the following three records should be P records, followed by another H record; if not, you’ve encountered an error.

|  |
| --- |
| *# reads in PUMS file pf, extracting the Person records, returning a data*  *# frame; each row of the output will consist of the Household serial*  *# number and the fields specified in the list flds; the columns of # the data frame will have the names of the indices in flds* extractpums <- function(pf,flds) { dtf <- data.frame() *# data frame to be built* con <- file(pf,"r") *# connection # process the input file* repeat { hrec <- readLines(con,1) *# read Household record* if (length(hrec) == 0) break *# end of file, leave loop*  *# get household serial number* serno <- intextract(hrec,c(2,8)) *# how many Person records?* npr <- intextract(hrec,c(106,107))  if (npr > 0) for (i in 1:npr) { prec <- readLines(con,1) *# get Person record # make this person's row for the data frame* person <- makerow(serno,prec,flds) *# add it to the data frame* dtf <- rbind(dtf,person)  }  }  return(dtf)  }  *# set up this person's row for the data frame* makerow <- function(srn,pr,fl) { l <- list() l[["serno"]] <- srn for (nm in names(fl)) { l[[nm]] <- intextract(pr,fl[[nm]])  }  return(l)  }  *# extracts an integer field in the string s, in character positions # rng[1] through rng[2]* intextract <- function(s,rng) { fld <- substr(s,rng[1],rng[2]) return(as.integer(fld)) } |

At the beginning of extractpums(), we create an empty data frame and set up the connection for the PUMS file read. The main body of the code then consists of a repeat loop. Within the repeat loop, we alternate reading a Household record and reading the associated Person records. The number of Person records for the current Household record is extracted from columns 106 and 107 of that record, storing this number in npr. That extraction is done by a call to our function intextract(). The for loop then reads in the Person records one by one, in each case forming the desired row for the output data frame and then attaching it to the latter via rbind().

Note how makerow() creates the row to be added for a given person. Here the formal arguments are srn for the household serial number, pr for the given Person record, and fl for the list of variable names and column fields. When makerow() executes, fl will be a list with two elements, named Gender and Age. The string pr, the current Person record, will have Gender in column 23 and Age in columns 25 and 26. We call intextract() to pull out the desired numbers. The intextract() function itself is a straightforward conversion of characters to numbers, such as converting the string "12" to the number 12.

In this data set, gender is in column 23 and age in columns 25 and 26. In the example, our filename is pumsa. The following call creates a data frame consisting of those two variables.

pumsdf <- extractpums("pumsa",list(Gender=c(23,23),Age=c(25,26)))

# Appendix A: Some commom mistake in R programming

There are some common mistakes made frequently by both beginning and experienced R programmers. If your program generates an error, be sure the check for the following:

1. Using the wrong case —help(), Help(), and HELP() are three different functions (only the first will work).
2. Forgetting to use quote marks when they’re needed —install.packages- ("gclus") works, whereas install.packages(gclus) generates an error.
3. Forgetting to include the parentheses in a function call —for example, help() rather than help. Even if there are no options, you still need the ().
4. Using the \ in a pathname on Windows —R sees the backslash character as an escape character. setwd ("c:\mydata") generates an error. Use setwd("c:/mydata") or setwd("c:\\mydata") instead.
5. Using a function from a package that’s not loaded —The function order. clusters() is contained in the gclus package. If you try to use it before loading the package, you’ll get an error.

The error messages in R can be cryptic, but if you’re careful to follow these points, you should avoid seeing many of them.

# Appendix B: Some points

There are some features of the language you should be aware of:

1. The period (.) has no special significance in object names. But the dollar sign ($) has a somewhat analogous meaning, identifying the parts of an object. For example, A$x refers to variable x in data frame A.
2. R doesn’t provide multiline or block comments . You must start each line of a multiline comment with #. For debugging purposes, you can also surround code that you want the interpreter to ignore with the statement if(FALSE){...}. Changing the FALSE to TRUE allows the code to be executed.
3. Indices in R start at 1, not at 0.
4. Assigning a value to a nonexistent element of a vector, matrix, array, or list will expand that structure to accommodate the new value. For example, consider the following:

|  |
| --- |
| x <- c(8, 6, 4)  x[7] <- 10 x  ## [1] 8 6 4 NA NA NA 10 |

# Appendix C: Some useful functions for working with data object

|  |  |
| --- | --- |
| length(object) | #Number of elements/components. |
| dim(object) | #Dimensions of an object. |
| str(object) | #Structure of an object. |
| class(object) | #Class or type of an object. |
| mode(object) | #How an object is stored. |
| names(object) | #Names of components in an object. |

c(object, object,...) #Combines objects into a vector. cbind(object, object, ...) #Combines objects as columns. rbind(object, object, ...) #Combines objects as rows.

object Prints the object. head(object) #Lists the first part of the object. tail(object) #Lists the last part of the object. ls() #Lists current objects. rm(object, object, ...) #Deletes one or more objects. newobject <- edit(object) #Edits object and saves as newobject. fix(object) #Edits in place.

# Appendix D: Escape sequences

Formatting is controlled using escape sequences, typically within double quotes:

\n newline

\r carriage return

\t tab character

\b backspace \a bell

\f form feed

\v vertical tab

![](data:image/jpeg;base64,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)